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Classical Synchronization Problems

>

/.5 Classical Synchronization Problems

103

The Producer-Consumer Problem

In this problem, two processes, one called the producer and the other called the
consumer, run concurrently and share a common buffer. The producer generates
items that it must pass to the consumer, who is to consume them. The producer
passes items to the consumer through the butfer. However, the producer must be
certain that it does not deposit an item into the buffer when the butter is full, and
the consumer must not extract an item from an empty butfer. The two processes
also must not access the buffer at the same time, for if the consumer tries to
extract an item from the slot into which the producer is depositing an item, the
consumer might get only part of the item. Any solution to this problem must
ensure none of the above three events occur. '

»~ A practical example of this problem is electronic mail. The process you use to

/
|

send the mail must not insert the letter into a full mailbox (otherwise the

recipient will never see it); similarly, the recipient must not read a letter from an

<
:

empty mailbox (or he might obtain something meaningless but that looks like a
letter). Also, the sender (producer) must not deposit a letter in the mailbox at the
same time the recipient extracts a letter from the mailbox; otherwise, the state of
the mailbox will be uncertain.

Because the buffer has a maximum size, this problem is often called the bounded
buffer problem. A (less common) variant of it is the unbounded butfer problem,
which assumes the buffer is infinite. This eliminates the problem of the producer
having to worry about the buffer filling up, but the other two concerns must be

dealt with.

The Readers-Writers Problem

In this problem, a number of concurrent processes require access to some object
(such as a file.) Some processes extract information from the object and are
called readers; others change or insert information in the object and are called
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writers. The Bernstein conditions state that many readers may access the object
concurrently, but if a writer is accessing the object, no other processes (readers or
writers) may access the object. There are two possible policies for doing this:

1 First Readers-Writers Problem. Readers have priority over writers; that is,
unless a writer has permission to access the object, any reader requesting
access to the object will get it. Note this may result in a writer waiting

indefinitely to access the object.
9 Second Readers-Writers Problem. Writers have priority over readers; that

is, when a writer wishes to access the object, only readers which have
already obtained permission to access the object are allowed to complete
their access; any readers that request access after the writer has done so
must wait until the writer is done. Note this may result in readers waiting

indefinitely to access the object.

So there are two concerns: first, enforce the Bernstein conditions among the
processes, and secondly, enforcing the appropriate policy of whether the readers
or the writers have priority. é_{y_pfcal example of this occurs ‘with databases,
when several processes are accessing data; some will want only to read the data,
Sthers to change it. The database must implement some mechanism that solves

the readers-writers problem.

The Dining Philosophers Problem

In this problem, five philosophers sit around a circular table eating spaghetti and
thinking. In front of each philosopheris a plate and to the left of each plate 1s a
fork (so there are five forks, one to the right and one to the left of each
philosopher's plate; see the figure). When a philosopher wishes to eat, he picks
up the forks to the right and to the left of his plate. When done, he puts both
forks back on the table. The problem is to ensure that no philosopher will be
allowed to starve because he cannot ever pick up both forks. '

There are two issues here: first, deadlock (where each philosopher picks up one
fork so none can get the second) must never occur; and second, no set of
philosophers should be able to act to prevent another philosopher from ever

eating. A solution must prevent both.
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ﬁf
f//, éfi) User and kernel Level Threads

-—------------—--—--—---—-----

1. Kernel-Level Threads:

In this method, the kernel knows about and manages the threads. No runtime system is needed in this
Case. Instead of thread table in each process, the kernel has a thread table that keeps track of all
threads in the system. In addition, the kernel also maintains the traditional process table to keep

e

track of processes. Operating Systems kernel provides system call to create and manage threads.

Advantages:

Because kernel has full knowledge of all threads, Scheduler may decide to give more time to a
process having large number of threads than process having small number of threads. Kernel-level
threads are especially good for applications that frequently block.

Disadvantages:

The kernel-level threads are slow and inefficient. For instance, threads operations are hundreds
of times slower than that of user-level threads.

Since kernel must manage and schedule threads as well as processes. It require a full thread
control block (TCB) for each thread to maintain information about threads. As a result there is
significant overhead and increased in kernel complexity.

2. User-Level Threads

Kernel-Level threads make concurrency much Cheaper than process because, much less state to allocate
and initialize. However, for fine-grained concurrency, kernel-level threads still suffer from too much
overhead. Thread operations still require system calls. Ideally, we require thread operations to be as
fast as a procedure call. Kernel-Level threads have to be general to support the needs of all
programmers, languages, runtimes, etc. For such fine grained concurrency we need still "Cheaper"
threads. To make threads cheap and fast, they need to be implemented at user level. User-Level threads
are managed entirely by the run-time system (user-level library).The kernel knows nothing about user-
fEQEI“fﬁFeads and manages them as if they were single-threaded processes.User-Level threads are small
and fast, each thread is represented by a PC,register,stack, and small thread control block. Creating
a new thread, switiching between threads, and synchronizing threads are done via procedure call. i.e
no kernel involvement. User-Level threads are hundred times faster than Kernel-Level threads.

Advantages:

The most obvious advantage of this technique is that a user-level threads package can be

implemented on an Operating System that does not support threads.
User-level threads does not require modification to operating systems.

Simple Representation: Each thread is represented simply by a-PC, registers, stack and a small
control block, all stored in the user process address space.
Simple Management: This simply means that creating a thread, switching between threads and
synchronization between threads can all be done without
intervention ofthe kernel. d
Fast and Efficient: Thread switching is not much more expensive than a procedure call.

Disadvantages:

User-Level threads are not a perfect solution as with everything else, they are a trade off.
Since, User-Level threads are invisible to the 0S they are not well integrated with the 0S. As a
result, 0Os can make poor decisions like scheduling a process with idle threads, blocking a process
whose thread initiated an I/0 even though the process has other threads that can run and unscheduling
a process with a thread holding a lock. Solving this requires communication between between kernel and
user-level thread manager.There is a lack of coordination between threads and operating system kernel.
Therefore, process as whole gets one time slice irrespect of whether process has one thread or 1000
threads within. It is up to each thread to relinquish control to other threads.

User-level threads requires non-blocking systems call 1,e., a multithreaded kernel. Otherwise,
entire process will blocked in the kernel, even if there are runable threads left in the processes.

For example, if one thread causes a page fault, the process blocks.
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# A shell program to perform addition/subtraction/multiplication/division using CASE statement

exit function()

{

clear

exit

while true

do

echo -n "Enter your choice : "
read choice

case $choice in

1) clear

2)

3)

4)

esac

done

echo
echo
read
echo
read
echo

exit
clear

echo
echo
read
echo
read
echo

exit

clear

echo
echo
read
echo
read
echo

exit
clear

echo
echo
read
echo
read

echo

exit

"Enter two numbers for Addition : "

-n "Numberl: "

numl

-n "Number2: *

num2

"$numl + $num2 = "expr
function;:

"Enter two numbers for
-n "Numberl: "

numl

-n "Number2: "

num2

"$numl - $num2 = "expr
function::

"Enter two numbers for
-n "Numberl: "

numl

-n "Number2: "

num2

"$numl * $num2 = “echo
function::

"Enter two numbers for
-n "Numberl: "

numl

-n "Number2: "

num?2

"$numl / $num2 = $div"
function;:

$numl + $num2° "

Subtraction : "

$numl + $num2° "

Multiplication :

"$numl*$num2" |bc™ "

Division :
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